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***Bài 1:*** Xây dựng thuật toán ***sắp xếp chọn*** theo ý tưởng sau: sắp xếp *n* số lưu trong mảng *A* bằng cách tìm phần tử nhỏ nhất của *A* và đổi nó với phần tử *A*[1]. Sau đó tìm phần tử nhỏ thứ hai của *A*, và đổi nó *A*[2]. Tiếp tục với ![](data:image/x-wmf;base64,183GmgAAAAAAAAADwAEDCQAAAADSXAEACQAAA/UAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAEAAxIAAAAmBg8AGgD/////AAAQAAAAwP///8b////AAgAAhgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4ATFP1d1VT9XcBAAAAAAAwAAQAAAAtAQAACAAAADIKYAEmAgEAAAAxeRwAAAD7AoD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAB3QAAAAKYICvFMU/V3VVP1dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCmABPAEBAAAALXkcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4ATFP1d1VT9XcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgpgAToAAQAAAG55CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AAAAACgAAAAQAAAAAAAEAAAABAAAAAAAwAAQAAAAtAQEABAAAAPABAAADAAAAAAA=) phần tử của *A*.

* Viết mã giả cho thuật toán này.
* Bất biến của vòng lặp là gì?
* Vì sao chỉ cần thực hiện với *n* – 1 phần tử đầu tiên, thay cho cả *n* phần tử?
* Đưa ra đánh giá thời gian thực hiện thuật toán trong trường hợp tốt nhất và xấu nhất theo kí hiệu O.

***Giải***

***Mã giả:***

**Selectsort(A,n)**{

for(i=1 to n-1){

k=i;

x=A[i];

for(j=i+1 to n){

if(A[j]<x){

x=A[j]; k=j;

}

}

A[k]=A[i];

A [i]=x;

}

}

**Bất biến vòng lặp:**

* Vòng lặp bên trong : lần lặp thứ k : =min(A[i+1],….,A[i+k])
* Vòng lặp bên ngoài : lần lặp thứ j dãy các phần tử A[1],…A[j] đã được sắp

**Chỉ cần thực hiện với n-1 phần tử đầu tiên vì:** Sau n - 1 bước thì dãy

A[1],…A[n-1] phần tử đã được sắp đúng thứ tự, trong cả mảng A[1],..,A[n] phần tử nhỏ thứ i đã đứng đúng vị trí A[i] như vậy A[n] sẽ lớn hơn các phần tử đằng trước và ta không cần sắp nữa.

**Đánh giá thời gian thực hiện:**

* Số lần so sánh: Độc lập với trạng thái ban đầu của dãy

![](data:image/x-wmf;base64,183GmgAAAAAAACACoAEDCQAAAACSXQEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAEgAhIAAAAmBg8AGgD/////AAAQAAAAwP///xcAAADgAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdi8eCnrIpGsAFPESAHlIWXZAkVx2GhJmggQAAAAtAQAACAAAADIKQAErAAEAAADeeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAAAaEmaCAAAKADgAigEAAAAA/////zDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) Số lần so sánh trong trường hợp xấu nhất và số lần so sánh trong trường hợp tốt nhất là như nhau :

Tại bước thứ i của vòng lặp ngoài cần n-i lần so sánh.Ta có:

= (n - 1) + (n - 2) + (n - 3) +…+ (n - (n - 1))

== O()

* Số phép gán:
* *Trường hợp tốt nhất* : Dãy ban đầu đã sắp đúng thứ tự trong mỗi bước so sánh không cần gán lại x = a[j] ![](data:image/x-wmf;base64,183GmgAAAAAAACACoAEDCQAAAACSXQEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAEgAhIAAAAmBg8AGgD/////AAAQAAAAwP///xcAAADgAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdi8eCnrIpGsAFPESAHlIWXZAkVx2GhJmggQAAAAtAQAACAAAADIKQAErAAEAAADeeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAAAaEmaCAAAKADgAigEAAAAA/////zDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) tại mỗi bước của vòng lặp for bên ngoài chỉ cần 4 phép gán là k = i; x = a[i]; a[k] = a[i]; a[i] = x.

![](data:image/x-wmf;base64,183GmgAAAAAAACACoAEDCQAAAACSXQEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAEgAhIAAAAmBg8AGgD/////AAAQAAAAwP///xcAAADgAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdi8eCnrIpGsAFPESAHlIWXZAkVx2GhJmggQAAAAtAQAACAAAADIKQAErAAEAAADeeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAAAaEmaCAAAKADgAigEAAAAA/////zDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)Số phép gán trong trường hợp tốt nhất = O(n)

* *Trường hợp xấu nhất* :Dãy ban đầu có thứ tự ngược=> quá trình tìm min ở mỗi lần so sánh phải thực hiện 2 phép gán lại giá trị k = j; x = a[j];

Bước 1: cần n - 1 lần so sánh và n-1 lần gán lại

Bước 2 : Do đã chuyển chỗ A[1] và A[n] nên chỉ còn (n - 2) – 1= n-3 lần gán lại

![](data:image/x-wmf;base64,183GmgAAAAAAACACoAEDCQAAAACSXQEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAEgAhIAAAAmBg8AGgD/////AAAQAAAAwP///xcAAADgAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdi8eCnrIpGsAFPESAHlIWXZAkVx2GhJmggQAAAAtAQAACAAAADIKQAErAAEAAADeeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAAAaEmaCAAAKADgAigEAAAAA/////zDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) Tóm lại: Số phép gán trong trường hợp xấu nhất là:

= O(
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***Bài 2:***Xem xét ***bài toán tìm kiếm*:**

## Vào: Một dãy *n* số *A* = <*a*1, *a*2, ...,*an*> và một giá trị *v*.

**Ra:** Một chỉ số *i* sao cho *v* = *A*[*i*] hoặc bằng 0 nếu *v* không xuất hiện trong *A*.

* Viết mã giả cho thuật toán này.
* Sử dụng bất biến của vòng lặp để chứng minh thuật toán là đúng đắn (Hãy đảm bảo rằng bất biến của vòng lặp thoả mãn đủ ba tính chất cần thiết).
* Đưa ra đánh giá thời gian thực hiện thuật toán trong trường hợp tốt nhất và xấu nhất theo kí hiệu O.

**Giải**

1. Viết mã giả cho thuật toán

**find**(A,n, v)

{

k = 0;

**for**(i = 1 **to** n)

{

**If** (a[i] == v)

{

k = i;

}

}

**return** (k);

}

Bất biến vòng lặp: Giá trị của ki :

***Khởi tạo***: k1 = 1 nếu v = A1 trong dãy (A1)

k1 = 0 nếu v khác A1 trong dãy (A1)

![](data:image/x-wmf;base64,183GmgAAAAAAACACoAEDCQAAAACSXQEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAEgAhIAAAAmBg8AGgD/////AAAQAAAAwP///xcAAADgAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdi8eCnrIpGsAFPESAHlIWXZAkVx2GhJmggQAAAAtAQAACAAAADIKQAErAAEAAADeeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAAAaEmaCAAAKADgAigEAAAAA/////zDzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

***Duy trì:*** Bất biến vòng lặp đúng trước 1 vòng lặp thì nó cũng đúng với vòng lặp tiếp theo

Tại vòng lặp thứ j : thì

Tại vòng lặp thứ j + 1:

+) Nếu thì

+) Nếu thì
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***Kết thúc***: i = n+1 sau t lần lặp (t = n+1 – 1 = n)

Chứng minh thuật toán là đúng đắn:

Vòng lặp kết thúc khi

+) i vượt quá n, ví dụ: i = n+1. Thay n+1 cho i trong bất biến vòng lặp ta nhận được mảng con A[1...n] với . Trả về kn = 0 nếu v không xuất hiện trong mảng A hoặc trả về chỉ số i ( ) với v = A[i] thuộc dãy A

Nên thuật toán(Trả về 1 chỉ số i sao cho v = Ai hoặc bằng 0 nếu v không xuất hiện trong A) là đúng

* Đưa ra đánh giá thời gian thực hiện:

Thời gian thực hiện = Thời gian so sánh (v so sánh với A[i]) + thời gian thực hiện phép gán (k = i) nếu v = A[i]

1. Trường hợp tốt nhất:

Số có giá trị bằng v ở ngay vị trí thứ nhất trong dãy
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1. Trường hợp xấu nhất

Số có giá trị bằng v ở vị trí của phần tử cuối cùng trong dãy hoặc trường hợp không có giá trị v trong dãy
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***Bài 3:* Các bài 100 – 107 (trang 29); 127 – 132 (trang 30); 145 – 155(trang 31), giáo trình [2] (Ian Parberry – *Problems on Algorithms.pdf*)**

1. Bài 100 – 107: Xác định f(n) = O(g(n)) hoặc g(n) = O(f(n))

***Bài 100:***

Xét f (n) = , g(n) = 6n

Ta có

Vậy g(n) = O(f(n))

***Bài 101****:*

f (n) = n + , g(n) =

Ta có:

Vậy f(n) = O(g(n))

***Bài 102:***

f(n) = n + logn, g(n) =

Ta có:

= 0

Vậy f(n) = O(g(n))

***Bài 103:***

f(n) = , g(n) =

Ta có:

Vậy f(n) = O(g(n))

***Bài 104:***

f(n) = nlogn, g(n) =

Ta có

Vậy f(n) = O(g(n))

***Bài 105****:*

f(n) = n + logn, g(n) =

Ta có

Vậy g(n) = O(f(n))

***Bài 106:***

f(n) = , g(n) = logn + 1

Ta có:

Vậy g(n) = O(f(n))

***Bài 107:***

f(n) = 4nlogn + n, g(n) = ()/2

Ta có:

Vậy f(n) = O(g(n))

1. Bài 127 – 132: Xác định f(n) = O(g(n)), hoặc f(n) = Ω(g(n)), f(n) =

***Bài 127:*** f(n) = , g(n) = 6n + 7

Ta có:

Vậy g(n) = O(f(n)) => f(n) = Ω(g(n))

***Bài 128*:** f(n) = , g(n) = log(n+3)

Ta có:

Vậy g(n) = O(f(n)) => f(n) = Ω(g(n))

***Bài 129:*** f(n) = , g(n) =

Ta có:

Vậy f(n) = O(g(n))

***Bài 130:*** f(n) = n + , g(n) =

Ta có: = ∞

Vậy f(n) = Ω (g(n))

***Bài 131:*** f(n) = ()/(), g(n) = n + 3

Ta có:

=
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Vậy f(n) = Ω (g(n))

***Bài 132:***  f(n) = , g(n) =

Ta có:

Vậy f(n) = Ω (g(n))

1. Bài 145 – 155:

***Bài 145:* Chứng minh rằng:** cn2 +d = O(2n), với mọi c, d thuộc R+.

*Bài làm:* Xét giới hạn: =0.

→ cn2  + d = O(2n).

***Bài 146:* Chứng minh rằng:** cnk + d = O(2n), với mọi c, d, k thuộc R+.

*Bài làm:* Xét giới hạn: =0.

→ cnk  + d = O(2n).

***Bài 147:* Chứng minh rằng:** 2n = O(n!).

*Bài làm:* Xét giới hạn: =0.

→2n  = O(n!).

***Bài 148:* Chứng minh rằng:** n! = Ω(2n).

*Bài làm:* Xét giới hạn: = ∞.

→n! = Ω(2n).

***Bài 149:* Có phải nlog n = O((log n)n)? Chứng minh cho câu trả lời của bạn.**

*Bài làm:*

f(n) = nlog n ; g(n) = (log n)n

Ta có: 0 <=<= =

Mà khi n→∞(ln 2<1), do đó →0 khi n→∞

Vậy

→ nlog n = O()

***Bài 150*: Có phải nlog n = Ω((log n)n)? Chứng minh cho câu trả lời của bạn.**

*Bài làm:*

Theo bài 149 → nlog n = Ω() là sai.

***Bài 151*: Có phải nlog log log n = O((log n)!)? Chứng minh cho câu trả lời của bạn.**

*Bài làm:*

f(n) = nlog log log n ;g(n) = (log n)!

Đặt: log n = a,

f(n) =

g(n) = a!

Ta có: <= <= = → ∞(a→∞)

= ∞.

→ nlog log log n = O((log n)!) là sai

***Bài 152:* Có phải nlog log log n = Ω((log n)!)? Chứng minh cho câu trả lời của bạn.**

*Bài làm:*

Theo bài 151 → nlog log log n = Ω((log n)!) là đúng.

***Bài 154:* Có phải (n!)! = Ω(((n-1)!)!)? Chứng minh cho câu trả lời của bạn.**

*Bài làm:*

f(n) = (n!)!

g(n) = ((n-1)!)

Xét giới hạn:

Đặt: (n-1)! = a, n! = na

Ta có: (a+1)(a+2)…(a+a-1) =

2a(2a+1)…(2a+a-1) =

(n-1)a[(n-1)a + 1]…[(n-1)a+a-1] = (n-1)a.aa +

→(a+1)(a+2)…an = ((n-1)!)3.a(n-1)a.a.n. = aa.a(n-1)a.a.n. = aan.n

= = ∞

Vậy: (n!)! = Ω(((n-1)!)!.(n-1)!n!).

***Bài 153: Bài 154:* Có phải (n!)! = Ω(((n-1)!)!)? Chứng minh cho câu trả lời của bạn.**

*Bài làm:*

Theo bài 154 → (n!)! = O(((n-1)!)!.(n-1)!n!) là sai.

***Bài 155:* Chứng minh hay bác bỏ:**

**O() = O() .**

*Bài làm:*

Xét: = )

=

= = = ∞

→O() ≠ O() .

***Bài 4:* Các bài 259 – 263 (trang 50 - 51)**

***Bài 259:*** Chứng minh thuật toán tính tổng các số hạng trong mảng A[1..n] dưới đây là đúng:

**Function**sum(A)

**Comment** Return

1. S :=0;
2. **for** i=1 **to** n **do**
3. s:=s+A[i];
4. **return**(s);

*Giải:*

* *Sử dụng bất biến vòng lặp:* Tại bước thứ i của vòng lặp = A[1]+A[2]+…+A[i]=
* Khởi tạo:Trước vòng lặp đầu tiên = 0 đúng vì chưa xét phần tử nào trong mảng.
* Duy trì: Nếu thì + A[i+1]=
* Kết thúc: i=n+1 sau n lần lặp

=

***Bài 260***: Chứng minh thuật toán tìm giá trị lớn nhất của mảng A[1…n] bên dưới:

**function** max(A)

**comment** Return max A[1],….,A[n]

1. m:=A[1]
2. **for** i:=2 **to** n **do**
3. if A[i] > m the m:= A[i]
4. **return** (m)

*Giải:*

* Bất biến vòng lặp: = max(,…,)
* Khởi tạo: = = max() - đúng
* Duy trì: =max(,…) thì = max(,) = max(,…)
* Kết thúc: i=n+1 sau t lần lặp (t = n+1-2+1=n)

= max(,…) = max(,…)

***Bài 261*:** Chứng minh tính đúng của thuât toán sắp xếp nổi bọt bên dưới:

**produce** bubblesort(A[1…n])

**comment** Sort A[1], A[2], ….A[n] into nondecreasing order

1. **for** i:=1 **to** n-1 **do**
2. **for** j:=1 **to** n-i **do**
3. **if** A[j] > A[j+1] **then**
4. Swap A[j] with A[j+1];

*Giải*:

* *Bất biến vòng lặp bên trong*: Trước lần lặp thứ j ,A[j] luôn là phần tử lớn nhất trong dãy A[1…j] hay A[j]= min ().
  + Khởi tạo: Trước lần lặp đầu tiên j=1 vì vậy A[1] là giá trị lớn nhất của dãy chỉ gồm A[1].
  + Duy trì: Trước lần lặp thứ j A[j] là giá trị lớn nhất trong dãy A[1..j] sau đó qua các dòng 3,4 thì A[j+1] là phần tử lớn nhất trong dãy A[1….j+1] .
  + Kết thúc: Vòng lặp kết thúc khi j=n-i+1 và A[j] là phần tử lớn nhất trong dãy A[1…n-i+1] hay A[1..j].
* *Bất biến vòng lặp bên ngoài*: Trước khi bắt đầu lần lặp thứ i dãy con A[n-i+1,….,n] đã được sắp.
* Khởi tạo: Trước lần lặp đầu tiên i = 1 dãy 1 pần tử A[n] được sắp.
* Duy trì: Trước lần lặp thứ i dãy A[n-i+1,….,n] đã được sắp sau đó qua các dòng 2-4 dãy con A[n-i,…n] được sắp đúng thứ tự.
* Kết thúc: i = n ta có dãy A[1….n] đã đúng thứ tự.

***Bài 262:***

Chứng minh tính đúng đắn của thuật toán đối sánh mẫu (pattern-matching). Đầu vào bao gồm chuỗi S[1... n] và 1 mẫu P[0 ... m - 1] với 1 m n. Thuật toán trả về vị trí của mẫu P trong chuỗi S, l = p nếu S[p ... p + m - 1] = P, và l = n – m +1 nếu mẫu P không xuất hiện trong chuỗi S.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAXCAIAAABfxFLWAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAG1JREFUOE9j/P//PwMRgIkINSAlg1PdnYnWjNYT74AcCPQvJrg9wQrsP6sJt6GSaOq2pUH8n7YNTTNUHUweYQCmOrAlGAaQbx6yTkLuQ7OFoH+xqId4jZHI9AIKF5ijsCcd0swbnOkK4TNquw8AqWMU0z9KaIoAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAXCAIAAABfxFLWAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAG1JREFUOE9j/P//PwMRgIkINSAlg1PdnYnWjNYT74AcCPQvJrg9wQrsP6sJt6GSaOq2pUH8n7YNTTNUHUweYQCmOrAlGAaQbx6yTkLuQ7OFoH+xqId4jZHI9AIKF5ijsCcd0swbnOkK4TNquw8AqWMU0z9KaIoAAAAASUVORK5CYII=)

**function** match(P, S, n, m)

**comment** Find the pattern P[0 ... m - 1] in string S[1-n]

1. l := 0; match := false
2. **while** (l ) **do**
3. l
4. r
5. **while** ( r ) **do**
6. matched
7. r
8. **return** (l)

Sử dụng bất biến vòng lặp để chứng minh thuật toán trên là đúng.

**Bất biến vòng lặp:**

Vòng lặp while ngoài: Giá trị của luôn 0 n – m + 1

Vòng lặp while trong: Giá trị của luôn 0

**Vòng lặp trong**

**Khởi tạo**: r = 0 nên 0 đúng

**Duy trì**: Do tại vòng lặp thứ i: , vòng lặp while chưa kết thúc < m

nên tại vòng lặp thứ i + 1:

**Kết thúc**: Vòng lặp while dừng khi hoặc

+) => đúng

+) => và
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**Vòng lặp ngoài:**

Tương tự chứng minh bất biến vòng lặp như vòng lặp trong.

Vòng lặp while ngoài kết thúc khi:

1. và
2. và
3. và
4. => => không có mẫu P[m] trong xâu S[n]

Khi không xuất hiện mẫu P[m] trong xâu S[n] thì

1. => có mẫu P[m] trong xâu S[n]

Có mẫu P[m] trong xâu S[n] =>

1. => và

Nên => mẫu P[m] xuất hiện cuối xâu S[n]

Vậy thuật toán được chứng minh.

***Bài 263:***Chứng minh thuật toán nhân ma trân bến dưới là đúng:

**produce** matmutiply(Y,Z,n)

**comment** multiplies n x n matrics Y Z

1. **for** i:=1 **to** n **do**
2. **for** j:=1 **to** n **do**
3. X[i,j]:=0;
4. **for** k:=0 **to** n **do**
5. X[i.j]:= X[i,j] +Y[i.k].Z[k,j];
6. **return**(X)

*Giải:*

* *Bất biến vòng lặp tại dòng 2*: trước lần lặp thứ j phần tử cột thứ j-1 của ma trận tích được tính.
  + Khởi tạo: trước lần lặp đầu tiên j=1 chưa xét phần tử nào của ma trận tích.
  + Duy trì: Trước lần lặp thứ j phần tử ở cột j-1 được tính.

X[i][j-1]= sau đó qua các dòng 3-5 phần tử ở cột thứ j của ma trận tích được tính X[i][j]=

* + Kết thúc: j = n + 1 phân tử ở cột thứ n của ma trận tích đã được tính.
* *Bất biến vòng lặp tại dòng 1:* Trước lần lặp thứ h toàn bộ các phần tử ở hàng 1 tới h-1 của ma trận tích được tính.
  + Khởi tạo: trước lần lặp đầu tiên i = 1 chưa có hàng nào được tính vì chưa xét phần tử nào của ma trận tích.
  + Duy trì: trước lần lặp thứ h phần tử ở hàng thứ 1 tới h-1 của ma trận tích được tính, sau đó qua các dòng 2-5 phần tử ở hàng h của ma trận tích được tính.
  + Kết thúc: i = n + 1 toàn bộ các phần tử ở hàng từ 1 tới n của ma trận tích được tính. Như vậy thuật toán là đúng.